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Abstract Modeling has become a common practice in
modern software engineering. Since the mid 1990s the
Unified Modeling Language (UML) has become the de facto
standard for modeling software systems. The UML is used in
all phases of software development: ranging from the require-
ment phase to the maintenance phase. However, empirical
evidence regarding the effectiveness of modeling in software
development is few and far apart. This paper aims to synthe-
size empirical evidence regarding the effectiveness of mod-
eling using UML in software development, with a special
focus on the cost and benefits.

Keywords Unified Modeling Language ·
Costs and benefits · Quality · Productivity · Effectiveness

1 Introduction

Over the past decade modeling has become a common activ-
ity in software development projects. There is however, very
little evidence about the effectiveness of using UML. As a
result of this lack of scientific knowledge, debates continue
about whether or not modeling helps to improve software
development in practice.
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In this paper, we present a selection of empirical evidence
about the effectiveness of UML modeling in practice. We
define effectiveness as the combination of positive (benefits)
and negative (costs) effects on overall project productivity
and quality. To this end, we also review what is known about
the manner in which projects use UML. In particular, this
paper will discuss:

– Empirical evidence about the effectiveness of UML mod-
eling in software development, focusing on a costs and
benefits perspective, and on industrial practice.

– Gaps identified in the research concerning effective UML
modeling.

2 The practice of software modeling

The state of the practice of UML modeling has been surveyed
by several papers since 2006: Grossman [10], Dobing [6], and
Lange [19]. These papers survey the types of diagrams used,
the industries in which modeling is used and try to relate
this to other factors such as size of the project and manage-
rial involvement in UML use. The main findings from these
surveys are that three types of diagrams are most commonly
used: use case diagrams, class diagrams and sequence dia-
grams. In embedded system projects, behavioural diagrams
(sequence, state-charts and collaboration diagrams) are more
common than in information system type of projects. A sur-
vey with a slightly different focus, yet very interesting in
its findings, was performed by Forward and Lethbridge [8].
Their focus is on the perception of software professionals on
the pro’s and con’s of modeling. In addition to these surveys,
the authors of this paper have been visiting 20+ software
development projects that use UML over the last 10 years.
In the remainder of this paper, we present an empirical
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perspective on the cost and benefits of UML modeling in
industry based on these surveys and our industry visits. More-
over, we try to link cost and benefits to case studies and expe-
rience reports that have been published on this topic. Because
we are aiming at a qualitative synthesis of evidence, we will
combine findings regarding different approaches of UML
modeling also including model-driven development (MDD)
approaches which we define as approaches where code is
automatically generated out of UML models. Hutchinson et
al. [14] recently conducted a multi-method study of the state
of the practice of MDD for which over 250 professionals
were surveyed. The results of this study will be discussed
later.

2.1 To model or not to model—who decides?

We describe how the decision whether or not to model is
made. This section summarizes a discussion with 38 soft-
ware professionals at a developers-community meeting at
the university of Leiden in June 2012. These developers
form a community for exchanging technical experiences and
for general networking. Their experience ranges from 5 to
25 years of industrial experience in software development,
following either a B.Sc. or M.Sc. education. These devel-
opers work both in small-to-medium sized enterprises and
in large corporate IT departments. All 38 developers were
familiar with the UML, a small minority (2 developers) was
familiar with UML only as reader of diagrams, but had never
created a diagram.

A discussion was held on who would decide whether to
use modeling in a software development team/project. The
following emerged: in small project teams (of at most 5 per-
sons) the decision to model was either taken democratically1

through voting, or championed by leading developers in the
team. In small teams, the use of UML was not felt to be
critical for the success of the project. Leading developers
do consider fluency in, and use of UML as a sign of pro-
fessionalism. Teams that are larger or more geographically
dispersed are more inclined to decide in favour of modeling
using UML. In larger and distributed teams, the perceived
benefit of using UML is to have a shared common represen-
tation of the system to be built. The fact that such a commonly
agreed representation is needed is supported by Weigert [32],
who reports inconsistent interpretation and misunderstand-
ing as drawbacks of less rigorous specification methods in
comparison to model-based specifications. Also, for teams
in larger organizations, there are sometimes corporate stan-
dards for software development which prescribe the use of
UML. In this case, the decision to use modeling has been
endorsed at the corporate level.

1 This style of decision making in teams may well be very culturally
dependent.

Staron [29] reports criteria used for adoption of model-
driven development in Scandinavian companies that pro-
duce complex embedded systems. Adopting MDD has more
impact on the entire development process than only using
UML modeling. Adopting MDD puts more stringent require-
ments on the availability of professional tooling as well as
on the model-centric orientation of the end-to-end develop-
ment process; e.g. estimation and testing activities also need
to be(come) model based.

Summarizing, the factors that lead teams to chose for using
UML are: size of the team (and hence project), number of
development locations involved and the presence of cham-
pion developers.

Once a decision to use UML for design modeling is made,
there remains significantly different manners in which the
UML is used. These differences in styles are the topic of the
next section.

2.2 Styles of modeling

The costs and benefits of UML modeling depend on the man-
ner in which UML is used. Therefore, we discuss in this sec-
tion, the different styles of modeling in industrial projects.

2.2.1 Models for analysis and understanding

The most ‘loose’ style of modeling is ‘modeling for analysis
and understanding’ or ‘modeling as a sketch’. Because this
way of modeling is mostly done for own understanding, it
is often sufficient to create sketches on a whiteboard. Some-
times these sketchy models find their way into persistent doc-
umentation as a digital picture of the drawing that was made
on a whiteboard. The extra amount of effort required to meet
the rigour required to (re)create the design in a UML mod-
eling tool that insists on strict adherence to formal syntax is
considered not adding value to the understanding. Therefore,
this rigour is often not applied. The models created for this
purpose are loosely based on the UML notation and typically
no effort is made to make the models syntactically correct.

In this loose style of modeling, developers create an infor-
mal model of a system mainly for increasing their own
understanding of the essential parts of a system. Model-
ing is a way of ordering and creating a structured abstrac-
tion of the real world. In this way, a model is a way of
managing complexity—both mentally and of the problem
domain. The creating of models of the system to be built,
forces the designer to think hard about his system. While the
same claim is being made by ‘formal methods’ advocates,
one distinguishing feature of UML-based modeling is that it
allows a varying degree of details across different parts of
a model. Through developing an external representation, a
developer can reduce the cognitive complexity of managing
many details of the design in his mind.
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If the representation and the method that are used for mod-
eling are more rigorous, then they offer more opportunities
for checking (validation and verification) the model. In this
sense, both modeling, formally specifying and prototyping
all share in their approach that they force the developers to
think deeply about issues of a system’s design before the
actual system is built [3]. These approaches differ in their
rigour and as a consequence they differ in the amount of
effort that they require to be spent on less significant aspects
of the system design to get a valid model.

Hutchinson et al. [14] report similar findings: 73.4 %
of the people that have adopted MDD in their development
process assert that models are used for understanding a prob-
lem at an abstract level.

Further benefits of increased understanding obtained via
this style of modeling are also incurred by the more elaborate
style of modeling that we discuss next.

2.2.2 Models as a vehicle for communication

Software is developed in teams. A representation of the
design is a way of sharing information regarding the design
amongst all team members. In this style of modeling, we see
whiteboard sketches and also models created using generic
drawing tools (such as PowerPoint and Visio) and sometimes
using UML CASE tools. However, the models used for this
purpose typically are not very detailed. The use of a well-
defined notation helps in reducing the ambiguity in the rep-
resentation, and hence in reducing misunderstanding within
a team. In their study on MDD in an automotive company,
Mellegard and Staron [22] cite an engineer’s justification for
using (use case) models: “without having these requirements
for interfaces clearly and correctly stated, one would risk
developing the function based on the wrong assumptions.”

Even if the UML syntax may not be followed very pre-
cisely, the concepts of UML form the de facto language
for discussing software designs. The findings of Hutchin-
son [14] support this finding: 73.7 % of the people that have
adopted MDD in their development process assert that mod-
els are used for team communication. Moreover, developers
from [14] find that using models in this way has a positive
impact on system quality and productivity of development of
the system. In their observational study, Cherubini [4] iden-
tify communication as the most common purpose of model-
ing.

A system’s design mostly crystallizes during the initial
20 % (see, e.g. Fig. 4) of project time and evolves only
a little during the remaining project time. As a result, we
see that projects that employ this style of modeling invest
effort in creating models in the early phases of a project and
that the interest in keeping the models updated with changes
decreases over time.

2.2.3 Models as a blueprint for the implementation

In this style, models are meant as the basis for programmers
to create the implementation. All details that are considered
informative for a programmer are included in a UML model.
For this purpose the model typically includes use cases, class
diagrams with methods and attributes, and sequence dia-
grams which list names of operations and sometimes types of
parameters. Even for this style, still some design decisions
are left open by the model. For this purpose of modeling,
UML case tools are used. Such tools assist in creating syn-
tactically correct diagrams. We found this style of modeling
used in projects that develop software with teams at multi-
ple geographic locations. In this context, the aforementioned
argument is used: the rigour of UML is used to avoid mis-
interpretation when personal communication is scarce and
difficult. Designers on one side of the ocean try to ensure
that programmers on the other side of the ocean do not get
important details wrong by explicitly including many design
details in the model.

2.3 Models as program

When the implementation is generated from the model auto-
matically (as is the case with model-driven development),
then the UML model needs to include all details needed in
the implementation code. The amount of information needed
for this purpose can be so large that it becomes a threat for
understandability and communication of the design. Fowler
has phrased this issue as: “comprehensiveness is the enemy
of comprehensibility”.

A benefit of having models as programs is that these rep-
resentations can be used as prototype for early feedback and
for automated test generation. According to Hutchinson [14]
37.8 % of people that have adopted MDD, use models in
testing and 41.7 % use model simulations (for verification
and validation purposes).

2.4 Modeling trade-off

All approaches to modeling except modeling as program
have to decide on the difficult question ‘how much modeling
is good enough?’ This requires making a trade-off between
the amount of effort that projects are willing to invest pre-
ventively in creating a high quality model, versus the extra
effort or costs that are incurred as a result of the need to
repair problems that arise due to imperfections in the model
(so-called “non-conformance” cost). This trade-off is illus-
trated in Fig. 1. Typical types of imperfections in UML
models are inconsistencies, incompleteness, and sometimes
redundancy [20]. Through experiments [18] and case stud-
ies [24], we know that such imperfections lead to diverging
interpretations of the model by different designers and to pro-

123



574 M. R. V. Chaudron et al.

Fig. 1 Cost of quality

grammers, filling in the underspecified parts in the model in
inconsistent ways in the implementation. For such deficien-
cies, it holds that repair at the downstream moment at which
it is detected costs more than it would have cost to eliminate
the imperfection in the model that caused the downstream
problem as part of the modeling activity. However, not all
imperfections in the model will cause downstream problems
and therefore eliminating all imperfections from the model
is considered impractical as it would require too much effort
for design that may potentially change in downstream devel-
opment.

Without further evidence, developers have no other option
than to approach assessing cost of non-conformance from a
stochastic perspective: what is the chance that the user of
the model will make a mistake if this information is left out
of the model and what will be the impact and cost of that?
However, we know from a survey among professional devel-
opers [23] that they focus their modeling effort on complex
and critical elements of the design. As a result, low risk and
low complexity aspects of the system design get less atten-
tion in the model, and in this way developers economize on
modeling.

These different styles of modeling found in industrial prac-
tice illustrate that different teams have different goals for their
models. Consequently, the ideal level of quality for each of
these approaches is different. However, currently there are no
means to even approximate the question of how much model-
ing is good enough because there is too little understanding
of the impact of lack of completeness of UML models on
downstream development quality and productivity.

In our research, we collected a set of 40 software archi-
tecture design documents that are all based on the RUP-
template. Architecture representations are at a high level of
abstraction and often used for communication rather than
implementation or code generation. We found that even
within individual project the choice of rigour differs per dia-
gram: 50 % of the diagrams can be considered as conforming
to UML, and 50 % of the diagrams use other looser notation

Fig. 2 Developer opinion on adherence to OMG’s UML standard

such as box-and-lines and/or includes domain-specific visu-
alizations [12]. This suggests that designers balance the com-
munication value of their representation with the rigour in
following UML standards.

Next, we present some graphs based on our survey [23]
that show the actual trade-offs that are made for modeling
with UML in practice. Figure 2 shows the degree to which
developers adhere to the OMG UML modeling standard.
Overall, the adherence seems normally distributed from very
loose to very strict with an average of loose. Furthermore,
within the UML model of a system the level of detail is
generally not uniformly applied. In a survey, we asked what
motivated developers to add or leave out details in a model.
The answers (Fig. 3) indicated that developers apply more
details to complex and critical parts. In industrial practice,
designs are moved into implementation stage while there are
still large degree of incompleteness and inconsistency in a
design. The developers of these projects currently feel that
this is an adequate trade-off between effort in modeling and
risk of problems in downstream development. To better sup-
port this practice of balancing modeling quality and down-
stream risk, methods for quality assurance are needed that
also vary the level of quality they require of different parts
of the system. In particular, more rigour must be exercised
in critical parts and less rigour in less critical parts. This
opens up the question how to distinguish critical parts in a
system design from less critical parts of the design. As far as
we know, this question has not been answered in the testing
community where this question also arises in the context of
ranking defects.

Answering the “How much modeling is good enough”—
question requires the development of a notion of quality for
UML models. The state of the are in the area of quality of
UML modeling has recently been summarized in [9]. How-
ever, most of the research in quality of modeling focuses on
syntactic issues of models. And while this has value, as wit-
nessed by common use of code-quality checkers for source
code, modelers are not so much interested in conforming to
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Fig. 3 Respondent agreement over approaches in using detail in models

the precise syntax of UML or in inconsistencies in the model.
Instead modelers are mostly interested in weak spots of the
design. This triggers a research direction: we must develop
better methods and tools for identifying flaws at the semantic
level of designs.

3 Costs and benefits of modeling

In the literature concerning empirical studies into the use of
UML, the cost of UML modeling remains a big question
mark. Very few of the reported experiments show a clear
picture regarding the cost of modeling. In this section, we try
to gain insight into this matter by combining some studies that
do state results that relate to costs and benefits of modeling.

3.1 Costs of modeling

One obvious parameter that could explain the cost of model-
ing is the size of the model. However, naively measuring size
of a model is not a good indicator for the effort (and hence
cost) of modeling. The evidence that we know so far is the
following:

In an experiment, we offered 12 M.Sc. students a single
set of requirements on two pages of A4-paper and allowed
them 4 h to create a UML model for the system that meets
the requirements. The smallest solution contained 7 classes,
the largest solution contained 23 classes. No student felt that
they needed to cut corners because of time limitations. These
models were created within the same time span, but by devel-
opers with different skill levels.

In another experiment [17], participants were 106 M.Sc.
students grouped into 35 teams. This time, all teams were

asked to develop a model based on the same set of require-
ments, but now spread over a period of a semester (about
12 weeks). Here, the majority of the models were between
20 and 50 classes. Nugroho [25] comes to the conclusion
that class size is too coarse a measure for characterizing the
size of a model, and hence for predicting effort of modeling
projects. He argues that additional factors like the following
need to be taken into account: the level of abstraction used
in modeling, the level of detail in modeling (are methods,
attributes, labels, multiplicities etc. included or not) and last
but not least: designer’s capabilities (skills, knowledge and
experience).

We have collected data about size of models and effort
from a set of 14 industrial projects that employ modeling [19].
From these cases studies we found no statistically signifi-
cant correlation between model-size (in terms of number of
classes) and modeling effort. This may be explained by the
fact that different projects employ different styles (and hence
rigour) of modeling. In this dataset, a better predictor for the
effort spent on modeling seems to be the number of members
in the development team.

A comparison between the student experiments and the
industrial case study is interesting. While students apparently
manage to create a 20-class model in a 4-h session, industrial
projects report a modeling effort in the order of weeks or
months (i.e. a 10-fold increase) for creating models of the
twice the number of classes.

In addition, in a study of a large case of model-driven
development where over 90 % of code was generated from
diagrams, we could not find any relation between the size of
diagrams and the effort that was spent engineering them [11].

In a study of a large project, we collected data about the
growth of the size of the models and the growth of the source
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Fig. 4 Model size versus code size across (normalized) project time

code. The size of the models was computed in a straightfor-
ward manner as the sum of the all modeling elements that
appeared in the model. In this MDD case, code was gener-
ated out of the model, hence needed to be as ‘complete’ as
any programming language implementation. This is typical
for MDD projects that there is no variation in level of detail
within a model. The graph in Fig. 4 shows the growth of the
model in an MDD project and compares this to the average
growth of the source code of three projects. Project duration
has been normalized at 100 % and the sizes of the artifacts
have been normalized at 100 % being equal to the size of
the final artifact. The graph shows that in the first 20 % of the
project time, 80 % of the model has been constructed. In the
remaining 80 % of the time, the size of the model grows only
very little. Given that the size does not change very much,
it seems that in these last 80 % of the time the work on the
model consists mostly of changes to it. The pattern for the
growth of the code looks very different. Code seems to grow
in an almost linear manner across the duration of the project.
The graph can be interpreted as follows: the model approach
starts with outlining the big picture and then goes on to flesh
out the details. The coding approach seems to continue to
add functionality across the entire project duration. Current
views on iterative development favour the early delivery of
value. This graph shows that this is very much compatible
with the model-driven approach to software development.

In conclusion, we can discard the conjecture that capturing
the models into a UML modeling tool is a time-consuming
activity. A more likely explanation is that for larger systems,
a majority of the time attributed to modeling is actually used
for establishing consensus about the problem domain, about
terminology and about the main design decisions across all
stakeholders. This effort grows with team size and decreases
with the skill level of the people on the team.

A recurring comment on the hurdles for modeling is the
effort needed for keeping models and code synchronized

e.g. [31]. This is also listed as the number 1 hurdle in [8].
In the same survey, the second and third most mentioned
problems with modeling in software development are: mod-
els cannot be easily exchanged between tools, and model-
ing tools are ‘heavyweight’ (install, learn, configure, use).
Whereas these impediments can be accounted as costs, they
are better attributed to inadequate tooling. Arguments of this
type should be categorized as hygiene factors. This terminol-
ogy is borrowed from [13] and in our domain refers to the
category of factors that is separate from positive motivation
for the use of UML, but instead lead to dissatisfaction with
the modeling activity in case of their absence.

Reviewing the evidence presented, we believe that the
trade-off for using modeling is not so much driven by a finan-
cial trade-off, but by a lack of tool support.

3.2 Benefits of modeling

In this section, we present empirical evidence regarding the
benefits of UML modeling.

The fact that the industrial engineers did not worry about
the large degrees of incompleteness and inconsistencies in
their UML models, begged the question as to whether these
characteristics do or do not lead to problems in downstream
development. We studied this through an experiment [18].
In this experiment, we showed UML models with and with-
out defects to subjects that consisted of both students (about
75 % of our population) and professionals (about 25 % of our
population). We asked our subjects to answer questions that
tested their understanding (or: interpretation) of the models.
The outcome of the experiment showed that the presence of
defects in UML models led to more variety in the interpreta-
tion of the models. Given that one of the key purposes of UML
models is to communicate one particular design to all team
members, this is already a serious indication that consistency
and completeness in modeling should be part of quality assur-
ance practises. Our industrial partners replied that the imple-
mentation process was robust to these inconsistency issues
and that communication between developers would filter out
any misinterpretation. Subsequently, we studied this claim by
studying the effects of the quality of the model on the qual-
ity of the implementation. To this end, we studied a project
repository that included (1) the UML models that were the
basis of the implementation, (2) the final source code and (3)
the defects found in the testing of the source code [24]. This
study showed that the defect density of classes in the imple-
mentation was negatively correlated with the quality of the
sequence diagrams in which these classes appeared. Hence a
lower quality of UML models correlates with a lower quality
of the final source code. At first, we were puzzled that we did
not find a similar correlation for the quality of class diagram
and the implementation. It is possible that this was just a ran-
dom effect of this particular case study. We did, however, find
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Fig. 5 Effectiveness of defect detection methods (summarized by
McConnell [21], based upon work by Jones [15,16] and Shull [28])

a reasonable explanation for this observation: Defect reposi-
tories contain defects that are found through testing. Mostly
these are results of faults that cause an incorrect value or a
failure of the software. The nature of these defects is that
they relate to the behaviour of the system. This is the link
to sequence diagrams: these describe the behaviour. Never-
theless, we hypothesize that the quality of the class diagram
could correlate with a better structure (e.g. in terms of better
modularity) of a design. Currently, we only have the consent
of developers with this conjecture [23] and are performing
ongoing research in this direction.

From a quality assurance perspective, we can consider
modeling as a means of identifying defects. McConnel [21]
has compiled a graph which shows that modeling is an effec-
tive method for defect detection (Fig. 5).

In his seminal book on software engineering economics,
Boehm [2] reports on the relation between the stage of a
project (starting, middle, finishing) and the cost of repair-
ing defects. The relation is such that the cost of repairing
increases exponentially with the progress of a project. More
precisely, this principle is nowadays formulated as that the
cost of repairing a defect grows exponentially with the life-
time of a defect. From this perspective, it makes economic
sense to start removing defects as early in the development
as possible. Given that models are constructed early in devel-
opment, they can be for reviewing and challenging a design
rather than waiting until the implementation is ready and find
defects through unit- and integration testing.

Complementary to the support for modeling implied
by these quantitative studies, there are also more sub-
jective pieces of evidence—obtained through surveys and
interviews—in which designers and programmers state that

they feel that the use of modeling aids in achieving a common
understanding of a design within an team and that modeling
helps as an aid in communication. These benefits ultimately
lead to a positive effect on productivity and quality [23].
However, the impact of modeling on improved communi-
cation is very difficult to study. A noteworthy study in this
direction is reported by Pareto [26]. Additional evidence that
supports the importance of good documentation comes from
an interesting corner: the documentation-averse agile soft-
ware development community: a recent study amongst agile
development team showed that they would prefer to have
more documentation than they normally produce [30].

Hutchinson [14] specifically addressed the perceived
impact of MDD activities on productivity and maintainability.
They found that the largest impact was not code generation or
meta-model reuse, but “the use of models for understanding
a problem at an abstract level”. The second greatest impact
was thought to be “Use of models for team communication”.

The fact that the use of models forces developers to think
about these issues early in the project is considered to be
economical in the sense that it prevents repair work that is
typically more expensive the later the issues are found in the
development [2]. In an early study that compares prototyping
and specifying [3], Boehm reports comparable benefits for
both approaches and explains this effect as the result of the
fact that both approaches force early, yet thorough, thinking
about design.

The evidence that we discussed is synthesized in Fig. 6,
which shows how modeling leads to beneficial effects for
software development projects. The complementary Table 1
lists from left to right along its columns the different styles
of modeling in increasing order of level of rigour. The rows
“model quality/rigour” and Archetypical approach charac-
terize these different modeling styles. The next rows list an
assessment on an ordinal scale about the relative costs and
benefits of the corresponding modeling style. The assessment
should be interpreted as relative to the other styles of mod-
eling. Table 1 shows that modeling as a Blueprint for imple-
mentation and modeling for code generation have a relatively
higher initial investment in creation of the model, but they
also have higher benefits. In practice, the long term invest-
ment vision for IT development is influential in companies’
decisions on which style of modeling they chose.

4 Related work

A large portion of the empirical research in modeling focuses
on understandability by comparing different styles of UML
modeling from the perspective of developers. More atten-
tion is needed for in-vivo studies of modeling where the
creation, use and maintenance of UML models are stud-
ied. From our experience, the best level at which to per-
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Fig. 6 An overview of the benefits of UML modeling

form experiments is at the level of tasks, rather than projects
or phases or teams. Anda [1] reports experiences from the
introduction of UML modeling in a large project in Norway:
developers experienced improvements with traceability from
requirements to code, design of the code, and development of
test cases as well as in communication and documentation.
A study by Arisholm [7] evaluates the effect of availability
of documentation on the efficiency and quality of perform-
ing maintenance tasks on source code. Their main findings
were that “[t]he quantitative results show that UML did not
have a significant impact on the time that it took to perform
the change tasks. […] However, in terms of the functional
correctness of the changes, UML had a practically and sig-
nificantly positive impact.” Given the theory of increased
impact of early decisions in software projects, it is likely that
the effect of using UML during maintenance on productivity
is smaller than the effect of improved modularity that may
result from modeling during the design stage.

Several case studies about use or adoption of UML and
MDD have been published. Weigert and Weill [32] report
their positive experiences about use of MDD at Motorola.
Staron [29] reports a critical attitude, especially towards
maturity of tooling, in a study of two cases (ABB and Erics-
son).

5 Conclusion and future directions

Modeling is a common practice in software development
and will become more common with the adoption of
model-driven technology. The industrial practice of soft-
ware modeling using UML is very diverse. Over the last

decade, very little evidence has been obtained regarding the
(in)effectiveness of modeling, especially quantitative data are
very scarce. Some data have been published based on indus-
trial case studies. The quantitative aspects of this data is very
diverse. This is to be expected given the large diversity of con-
text of the case studies. Yet, from a qualitative angle, there
seems to be agreement on many findings (both positive and
negative). Especially for larger and distributed project, UML
modeling is believed to contribute to shared understanding
of the system and more effective communication. This in
turn avoids expensive rework that occurs in projects that skip
modeling. Another important benefit is that early modeling
help validation: ensuring that the right system is being built.
Moreover, we have shown that the actual inputting of a model
into a tool is not a time-consuming task. The actual effort
is more likely spent on designing and communicating and
agreeing on a design.

The evidence reviewed in this paper suggests that decision
whether or not to modeling in a software project is not so
much driven by cost factors. Instead, this decision is strongly
influenced by a hygiene factor: inadequate tooling.

5.1 Future directions

The focus of this paper is empirical evidence about effective-
ness of modeling. An important gap in the knowledge about
using UML is related to the impact of poor quality UML
models on downstream development quality and productiv-
ity. The research methods needed for studying this problem
are difficult to design and perform. A promising approach is
presented by Premraj [27] who trace back defects found in
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Table 1 Summary of costs and benefits for different styles of modeling

Model quality/rigour
archetypical approach

Modeling for analysis
and understanding
(very) low whiteboard

Modeling as vehicle
for communication
somewhat low drawing
tool

Models as Blueprint
for the implementation
somewhat high modeling
tool

Models for code genera-
tion high modeling tool
and code generator

Model creation effort + A - - -

Early validation ⇒
improved requirements
validity

+ + ++ ++

Early verification ⇒
improved requirements
consistency

- - - + ++

Shared understanding and
improved communication

+ + ++ A

Maintaining design and
implementation
synchronized

Not applicable - - - ++

Code quality No data No data + ++

Improved design ⇒ less
rework

A + ++ No data

Improved design ⇒ more
efficient maintenance

- A ++ ++

A average, - - much worse than average, - worse than average, + better than average, ++ much better than average

the project repositories to architecture issues. Furthermore,
in such studies attention must be paid to distinguish between
design activities and modeling activities.

From the studies discussed in this paper, we can also learn
about needs of practitioners that are not fulfilled by current
modeling tools. We mention some of these next.

For developers a practical problem that limits the adop-
tion of UML is the insufficient integration of UML model-
ing tools with programming tools. A particularly bothersome
tasks for which tool support seems feasible, but is currently
not adequately supported, is the automated updating of UML
models following progression of source code. In [29] Staron
reports a consistent finding: tools for different activities in the
software development lifecycle are not well integrated and
not sufficiently model-centric. Following Dekel [5], software
development tooling must acknowledge that modeling is not
an isolated activity, but that it is integrated with sketching
and explaining. Hence, software design tooling must inte-
grate sketching, modeling and textual explanations.
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